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Abstract—More and more businesses and services are depending
on software to run their daily operations and business services. At the
same time, cyber-attacks are becoming more covert and
sophisticated, posing threats to software. Vulnerabilities exist in the
software due to the lack of security practices during the phases of
software development. Implementation of secure software
development practices can improve the resistance to attacks. Many
methods, models and standards for secure software development have
been developed. However, despite the efforts, they still come up
against difficulties in their deployment and the processes are not
institutionalized. There is a set of factors that influence the successful
deployment of secure software development processes. In this study,
the methodology and results from a systematic literature review of
factors influencing the implementation of secure software
development practices is described. A total of 44 primary studies
were analysed as a result of the systematic review. As a result of the
study, a list of twenty factors has been identified. Some of factors that
affect implementation of secure software development practices are:
Involvement of the security expert, integration between security and
development team, developer’s skill and expertise, development time
and communication between stakeholders. The factors were further
classified into four categories which are institutional context, people
and action, project content and system development process. The
results obtained show that it is important to take into account
organizational, technical and people issues in order to implement
secure software development initiatives.

Keywords—Secure software development, software

development, software security, systematic literature review.

[. INTRODUCTION

HE rapid growth of internet and e-commerce has made

revolutionary change in peoples’ lifestyle and their living
standards. Most business organizations run their daily
operations and marketing activities through online
applications. In the recent years, web applications had become
a target of the hackers since networks are closely monitored
by firewalls and intrusion detection systems (IDS) [1]. Web
application attacks appear as the greatest threat to the security
of an organization [2]. Poorly constructed software systems
can induce security weaknesses and defects, which,
commonly, result in vulnerabilities that can be exploited by
malicious users and violate one or more software security
properties.

Software insecurity is commonly caused by negligence of
security, flaws in the software engineering process,
insufficient knowledge and understanding in relation with
secure software development. Security should be incorporated
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during the whole engineering process, beginning from the pre-
study phase and ending when the software is in use. However,
software developers commonly apply “penetrate and patch”
approach to detect and solve vulnerability issues but the root
cause of the problem gets ignored. [3]. However, fixing or
patching flaws and defects at the later phases of development
or during deployment can be very costly and the patch itself
can possibly create a new vulnerability in the system. Security
is an emergent quality of software which requires advanced
planning and careful design [3]. Hence, it is important to
ensure that security is integrated into the software
development throughout the life cycle.

This paper deals with the identification and listing of
influencing factors which affects the implementation of Secure
Software  Development (SSD) practices. The data
identification takes place from the literature by performing
systematic literature review (SLR) [4].

The rest of the paper is structured as follows: Section II
describes the related work, Section III illustrates the
methodology of the study, Section IV comprises of results,
Section V consists of findings and discussion, Section VI
explains the limitation of the study and Section VII is the
conclusion.

II. RELATED WORK

Research in security covers a varied range of approaches
and processes that deal with security during software
development. Several actions have been suggested in order to
incorporate security in software development life cycle
(SDLC) by using different software models. Several
modifications have been made to traditional lifecycle by
inserting security activities into traditional lifecycle for the
purpose of creating security enhanced methodologies and
processes [5].

Researchers at University College London have developed
'Appropriate and Effective Guidance in Information Security'
(AEGIS), a research model that has integrated security and
usability using a spiral model, based on UML. This model
defines a UML meta-model of the definition and the rational
over the system’s assets [6]. AEGIS guides developers to deal
with security and usability requirements in system design. The
UML meta-model defined by authors identifies assets, the
context of operation and supporting the modeling of security
requirements. All security decisions in AEGIS are derived
from knowledge of assets of the system. Core security
activities for system design sessions in AEGIS are:
Identification of assets and security requirements, analysis of
risk and secure design, and identification of the risks,
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vulnerabilities, and threats to the system. The output from
these activities is documented in a design document which
consist system architecture with all specified countermeasures.
In AEGIS, security expertise is absent in development
process. Moreover, decision making on the selection of
security countermeasures is done by stakeholders. The
author’s rationale behind this is that decision makers are
"better suited to deal with the enforcement of the social
requirements of security" while developers are "necessary for
the technical implementation of security.

Secure Software Development Model (SSDM) which was
developed at the Nigerian University of Agriculture [7]
integrates security activities into engineering process, which
are: Security training, threat modeling, security specification,
review of security specification, and penetration testing.
Furthermore, SSDM has separated security specification from
functional specification.

The security process 'Comprehensive, Lightweight
Application Security Process' — CLASP [8] introduces
lightweight process for SSD. CLASP provides structured
practices for deriving security requirements of software
systems [9]. CLASP outlines seven key best practices, such as:
Security awareness, application evaluations, derivation of
security requirements, implementation of secure development
practices, developing vulnerability remediation measures,
defining and monitoring metrics, and publishing operational
guidelines. CLASP also specifies a set of activities that should
be incorporated in the development lifecycle. CLASP provides
roles and security to structure and support the activities in the
resources methodology.

'The Microsoft’s Security Development Lifecycle (SDL)
has incorporated security activities into each development
phase of SDLC [10]. Its purpose is to reduce the number of
vulnerabilities in software [10]. SDL consists of a set of
activities that overcome security issues. The activities in SDL
are grouped in phases, which can be mapped to general
software development phases.

Seven 'touchpoints' exhibit how software developers can
implement them in the development stages. The aim of
‘touchpoints' is to increase effectiveness through: code review,
architectural risk analysis, penetration testing, risk-based
security tests, abuse cases, security requirements, and security
operations [9].

Conclusively, the aforementioned models focus on what is
needed to build secure software. However, there is lack of
research on identifying the factors required for successful
implementation of SSD process.

III. METHODOLOGY

The SLR was performed based on the guidelines provided
by [4]. The SLR process consists of three main phases:
Review Planning, Conducting Review and Review Reporting.

A.SLR Research Question

The objective of this review is to identify factors that affect
the implementation of SSD practices. In considering this,

research question was derived which supports the objective of

the review:

e RQI: What are the factors which may affect the
implementation of the secure software development
process?

B. Search Strategy

The SLR concentrates on searching in scientific databases.
The following sources were selected for the SLR search
process:

e  Association for Computing Machinery Digital Library
o IEEE Xplore Digital Library

e Springer Link

e Science Direct

e Scopus

e Taylor and Francis Online

e  Wiley Online Library

These sources were chosen because they provide a wide
range of software engineering related journals and conference
proceedings. The search consists of several stages. Fig. 1
shows the review process and the number of papers selected at
each stage. In stage 1, we searched the databases using the
search terms listed in Table I. Category 1 has more keywords
and shows many variations of the same term “Secure Software
Development” (SSD). These keywords were combined using
the Boolean “AND” operator, to make sure that only article
that focuses on both SSD and factors, will be retrieved. That
is, we searched every possible combination of one item from
Category 1 AND Category 2 in paper’s title, keywords, and
abstract.

TABLEI
KEYWORDS USED IN THIS REVIEW

Category  Keywords

1 “Secure software development”
“Secure development”
“Security Development Lifecycle”
“Secure Application Development”
“Secure Web Development”

2 “factors”
“barriers”
“motivation”
“challenges”

Based on keyword list the following search string was
formulated:

((“Secure software development” OR “Secure development” OR
“Security development lifecycle” OR “Secure application
development” OR “Secure web development”) AND (“factors” OR
“barriers” OR “challenges” OR “motivation”))

C.Conducting the Review and Inclusion Decision

Studies were selected based on inclusion and exclusion
criteria. The inclusion criteria determines which study will be
included for data extraction where else the exclusion criteria
determines which studies are excluded for the review. Table 11
details out the inclusion and exclusion criteria that have been
used for this SLR.
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Initially, 1154 studies were identified in the Stage 1. Studies
identified were managed and stored using EndNote, a citation
management tool. In stage 2, studies that met the exclusion
criteria were excluded, leaving the selected numbers of studies
at 727. During stage 3, the title, abstract and keywords were
screened through to determine the relevancy of the study for
the review. At the end of stage 3, 321 studies were identified
for the next stage. In the stage 4, each study was reviewed and
44 studies were identified as primary studies for the final
review.

TABLEII

INCLUSION AND EXCLUSION CRITERIA
Inclusion o Studies that are related SSD implementation
Criteria o Studies that discusses on factors affecting SSD

implementation

Exclusion e Studies which not written in English
Criteria o Studies which does not provide full text

o Duplicated studies

Once the studies were selected based on inclusion and
exclusion criteria, quality assessment was conducted on the
primary studies to quantitatively assess the quality of the
study. In this SLR, the following four (4) Quality Assessment
(QA) questions were defined to ensure the studies address the
research topic. The scoring procedure used was Yes (Y) = 1,
Partly (P) = 0.5 or No (N) =0.

1. Does the study address the use of any secure software
development practice?

2. Does a paper discuss any real life experience of using
secure software development practices?

As there is a lack of existing empirical research, “lesson
learned” report based on expert opinion that address the
Secure Software Development factors were also considered.

3. Does the study discuss on the research process?
4. Does the paper discuss secure software development
implementation factors adequately?

These 4 points provided a measure of the extent to which
we are confident that a selected study could make a valuable
contribution to understand the factors affecting SSD
implementation. Out of 321 studies, 44 studies were finally
selected after conducting QA based on the four (4) QA
questions.

D.Data Extraction

From the final selected studies, data were extracted using a
predefined Data Extraction Form as shown in Table III. Data
extraction form is used to collectively record comprehensive
information in order to answer the research question. Upon
completion of data extraction process, in-depth analysis is
done on the gathered information.

TABLE III

KEYWORDS USED IN THIS REVIEW
Data Extracted Description
Data ID Unique ID for each study selected
Title Tile of the study selected
Author Name of authors who have written the article
Year Publication year
Type Publication type (Journal, Conference Proceedings,

Book Section)

Publisher Name of the publisher

Domain The domain the research was conducted (e.g Health,
Public Sector, Telecommunication)

Methodology Included technique for the design of the study, e.g.
case study, survey, experiment, interview to obtain
data, observation

Factors Description of factors that affect the implementation
of SSD practices

Practices Description of practices that are used in SSD

Models SSDMs adopted/adapted in the study

Phases Software Development Lifecycle phases in which the
SSD implementation occurs

IV. RESULTS

In the final review, 44 primary studies have been selected.
Table V presents the distribution of papers selected according
to sources in each stage. From the table it can be concluded
that IEEE provides the highest percentage (37.2%) of papers
relevant to this SLR, followed by Springer Link (23.3%) and
Scopus (13%) respectively.

Most papers identified from IEEE and Scopus at initial
stage were redundant with papers selected under ACM,
Science Direct and Springer Link. In Stage 2 of the review,
besides excluding duplications, studies which do not provide
full access to the studies were also removed from the list.

V.FINDINGS AND DISCUSSION

SSD implementation consists of a set of predefined
activities embedded into SDLC to develop and maintain
secured software. Most organizations find it challenging to
implement all the activities and put the responsibility on the
developers and programmers. Organizations that successfully
implement the full SSD lifecycle normally are big
organizations that provide commercial software such as
Microsoft or highly critical agencies such as banks [11]. Most
of the empirical research in this review focuses on selected
practices from SSD lifecycle. The most common practices
identified from the literature are static analysis, threat
modelling, and security requirement engineering.
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TABLE IV
DISTRIBUTION OF PAPERS BASED ON SOURCES
Source Stage  Stage Stage Stage  Percentage
1 2 3 4
ACM 102 100 57 5 11.6%
IEEE 524 261 127 16 37.2%
Science Direct 121 121 43 2 4.7%
Scopus 227 105 35 6 14.0%
Springer 111 111 50 10 23.3%
Taylor & Francis 36 15 6 3 7.0%
Wiley Online 33 14 3 1 2.2%
Total 1154 727 321 43 100.0%
TABLE V
LIST OF IDENTIFIED FACTORS ACCORDING TO LITERATURE
No Factors References Freq.
(N=44)
1 Developer's skill, experience and [12]-[25] 14
knowledge
2 Security Training and [117,[13], [15], [23], [26]- 9
Awareness [30]
3 Automated tool support [23], [31]-[36],[56] 8
Adequate development time [13], [14], [18], [22], [23], 11
[31], [35], [37)-[40],
5 Developer's Attitude and [13],[23], [26], [33] 4

Motivation
6 Top Management Support 11], [13],[14], [25], [26], 7
39], [41],
11], [18], [27], [34], [36], 9
39], [42]-[44],
[11],[18], [22]-[24],[27], 9
[35], [37], [38],

7 Building and retaining a security
team
8 Adequate budget/money/cost

9 Provide incentives for project [26] 1
team

10  Involvement of security expert [30], [38], [45]-[47] 5
in the project

11 Collaboration between security  [36], [48]-[51] 5
experts, developers and other
stakeholders

12 Organization's objectives, [13], [36], [41] 3
culture and awareness

13 Security policies, standards and ~ [13], [25]-[27], [52] 5
reference guidelines

14  Change management team [13], [34] 2

15 Specified internal metrics and [13],[11] 2
KPI

16  Software development [39], [48] 2
methodology

17 Enforcement of policy [52], [11], [25] 3

18  Project Manager's experience, [15], [44], [24] 3
competence and skill

19 Sufficient numbers of security [18], [46], [40] 3

experts

20  Clear, comprehensive,
consistent, unambiguous
security requirements

[16],[53], [37], [27], [25] 5

Based on the comprehensive review on the literature, a list
of 20 potential factors that affect implementation of SSD
practices had been identified. “Factors” in this context of
study had been defined as any contributing element that
affects the implementation of SSD practices at organizations.
Some of the factors can be applicable to software development
projects generally. However, as SSD implementation is not
technological holistically, some factors identified are specific
for implementation of SSD practices. Table V summarizes the
review results that listed factors identified in this SLR. Among
the factors, ‘developer’s skill, experience and knowledge’,

‘adequate development time’, ‘adequate budget/cost’ and
‘security training and awareness’ were the most frequently
cited factors that affects SSD implementation.

The listed factors were further classified into 4 (four) key
factors adapted from [54] as shown in Table VI. According to
[1], institutional context, people and action, system
development processes and project content strongly
influence system development project outcome which includes
development or implementation process. Since SSD
implementation is a process to develop and produce secure
software, the factors identified from this SLR can be
categorized under the given key factors. Each factor had been
discussed in detail in the following section.

1) Developer's Skill, Experience and Knowledge

Successful implementation of SSD practices is influenced
by developer’s knowledge, experience and skill. According to
[27], developer’s education is critical because lack of
understanding on security threats causes the developer to
unknowingly  introduce  more  vulnerability  during
development. Developers require experience and skill to
implement secure development practices outlined by
organization [17], [19], [51]. Some organizations acquire
expensive security tools such as static analysis tools; however,
these efforts go in vain as the developers neither have skills
nor experience to effectively use them. Reference [22]
indicated that it is important that the people involved in the
whole of the SDLC understand what needs to be done in order
to produce secure applications and software.

2) Security Training and Awareness

Organizations must clearly draw an effective security
training and awareness program for their employees [11]. The
purpose of this program is to arm the project team with skills
and knowledge on SSD implementation. Awareness on the
importance of implementing SSD must be given to every
stakeholder involved in software development project to
ensure required support is provided for SSD initiatives.
According to [26], training is a learning process which can
help developers to be sensitized to the potential impact of
security problems on organizations at large. Educating
developers on the need for good coding practices can result in
good coding habits that improve security.

3) Automated Tool Support

SSD needs to be supported by automated security
development tools. Usage of standard analysis and design
tools enables identification of security strategies at design or
requirement specification phases of the SDLC [36]. In
addition, static analyzers and interactive support for
programmers are proven to reduce programming errors [56].
However, automated tool support must be usable, less
complex, compatible and customizable to fit into current
development environment [33]-[35]. Organization must make
sure that developers are given sufficient training and
awareness pertaining to the tool and make sure they are
following a process that will result in business value [23]. As
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mentioned by [23], automating a poor process just gives you
poor results faster.

4) Adequate Development Time

Time is highly influential in implementation of SSD
practices. This factor is one of the highly cited factors in the
review. The common reason for development team to ignore
SSD practices is tight deadlines. There has been a trade-off
between functionality and project deadlines [37], [22].
Implementing formal SSD methodology is time consuming
and developers are normally pressured with short project
deadlines [39], [18], [31], [35]. Adequate development time
must be given to project team to implement SSD practices
efficiently.

TABLE VI
FACTORS BASED ON CATEGORY

Category Sub Factors
Institutional Change management team
Context Enforcement of policy
Security Training and Awareness
Provide incentives for project team (S10)
Organization's objectives, culture and awareness
Sufficient numbers of security experts
People and Developer's Attitude and Motivation
Action Developer's skill, experience and knowledge
Top Management Support
Project Manager's Experience, competence and skill
Project Automated tool support
Content Adequate budget/money/cost
Involvement of security expert in the project
Building and retaining a security team
Collaboration between security experts, developers and other
stakeholders
Adequate development time
System Software development methodology
Development Clear, comprehensive, consistent, unambiguous security
Processes

requirements
Security policies, standards and reference guidelines

Specified internal metrics and KPI

5) Developer's Attitude and Motivation

Developers may have different attitude and value towards
security procedures and practices [26]. They need to be
consistently motivated to build secure systems. Besides this,
developers carry “not my problem” mentality when it comes
to securing the system because they do not believe that they
make mistakes which cause vulnerabilities in the system [23].
Another study [33] has reported that developer’s
inquisitiveness on security tools affect the adoption of the
tools. Hence, implementing SSD practices is influenced by
developer’s attitude and their motivation.

6) Top Management Support

There is no doubt that top management support has strong
influence on implementation of SSD practices. SSD
implementation must obtain top management’s approval and
support for successful implementation. It’s top management’s
responsibility to provide adequate resources for SSD
implementation [14]. Reference [13] mentioned that as SSD

involves many stakeholders in an organization, senior
executives need to mediate between various interest groups to
resolve political conflicts when necessary. According to [39],
management is the main driver for adoption of SSD
methodologies.

7) Building and Retaining a Security Team

Establishing and retaining a security team drives SSD
implementation in an organization [24]. The security team
must be well trained and skillful in security related matter.
They must be to contribute their expertise in development of
secure systems. The team must be familiar with security
updates and consistently advise the development team on
secure development procedures and technology [42], [43],
[36]. The organization must retain this security expert team
and use their expertise across multiple software projects. This
team must be given authority to delay projects if the security
requirements are not fulfilled [39], [34].

8) Adequate Budget/Cost

Just like any other software initiatives, cost is considered as
an influential factor in SSD implementation. Implementation
of SSD also requires adequate budget to be allocated to the
project [27], [37], [38], [18]. Security tools are very
expensive. Furthermore, when the tools are acquired relevant
training must be provided to the developers [35]. Professional
trainers need to be hired for this purpose which incurs cost.
Due to this constraint, SSD implementation is sidelined by
organizations [11].

9) Provide Incentives for Project Team

Providing incentives for project team can reflect on SSD
implementation. Providing incentives motivates the developer
to be more proactive towards potential vulnerability and risks
linked with application development. If management desires
and demand clean and secure code and also offer perks for
application developers, security will be greatly achievable
[26].

10) Involvement of Security Expert in the Project

The role of security expert in project team is very
important. It is common to have functionality analyst in the
team but functionality analyst and security analyst view the
project from different perspectives [45], [30]. Security analyst
is able to advice on what adversaries want and where and how
attacks are performed [46]. In fact, security expert can make
assist in SSD implementation.

11) Collaboration between Security Experts, Developers
and Other Stakeholders

SSD implementation typically requires a balanced
combination of execution teams. Both technical and business
competence must be available in a team. In addition, security
experts must be present in the team together and collaborate
with software developers throughout the development
lifecycle [51]. According to Glisson, it is important for
business owners to clearly communicate their expectation to
development team so that the team knows what is required to
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produce secure software [51]. This indicates that composition
of the project teams with effective collaboration and
communication between project members are essential for
SSD implementation.

12) Organization's Objectives, Culture and Awareness

There is no doubt that organization’s objective, culture and
awareness affects implementation of SSD [13], [36], [41].
Organizations that produce commercial software pay more
attention to SSD implementation to be competitive in the
market. The awareness of C-level management on the
importance of SSD influences its implementation.

13) Security Policies, Standards and Reference Guidelines

Implementation of SSD is much more successful if proper
security policies, standards and guidelines are provided [13],
[26], [52]. When the policies are in place, the development
team understands what needs to be done. Reference guidelines
are very helpful for developers who are not security experts
[25]. Developers must be encouraged to document their
security experience and use them as reference in other projects
[27].

14) Change Management Team

The effective implementation of an SSD practices requires
change management strategies and an understanding of
organizational culture. Change management techniques will
need to be included in the process if you are to gain the
support and acceptance of the process among developers,
project managers, and system architects [13]. Training and
education is an important process in change management. This
allows the users to understand the overall concepts of the SSD
and ensures their acceptance and readiness to implement SSD
practices. There must also be an individual or team with the
mandate to alter the organization’s development processes
[34]. This reduces prejudice among development team in
implementing the changes.

15) Specified Internal Metrics and KPI

Establishing internal metrics and key performance
indicators that can be used to determine the progress and
success of the organization’s security evolution has an impact
on SSD implementation [13]. Metrics and KPI stands as
checkpoint for developers to remind themselves on
implementing secure development practices [11].

16) Software Development Methodology

Organizations that employ standard software development
methodology finds it easier to implement SSD practices as
there is a basic structure in place for them to follow [39]. A
large number of activities related to security needs to be
performed throughout a software’s development lifecycle [48].

17) Enforcement of Policy

SSD  implementation requires policy enforcement.
Organization must enforce their policy which leaves the
developers with no choice but to follow SSD practices [52],
[11], [25]. There is no use of having policies which are not
followed by employees.

18) Project Manager's Experience, Competence and Skill

Project manager’s experience, competence and skill are
necessary to ensure SSD implementation. Managers must
understand the need for building security into the development
life cycle and provide full support for their subordinates to
achieve the high-quality bar [44]. Project manager must make
sure security requirement are well derived and transferred into
development by developers. Managers must check and
balance security requirements throughout the development
lifecycle. This can ensure that developer implements SSD
practices in proper.

19) Sufficient Numbers of Security Experts

Lack of sufficient numbers of security experts hinders SSD
implementation in some organizations. Hiring security experts
is a costly affair. Currently security experts are bottlenecks in
some organizations and they are overburdened with existing
tasks. Having insufficient number of security expert causes
breakdown in SSD implementation as some practices gets
ignored due to the unavailability of security expert [46], [40].

20) Clear, Comprehensive,
Security Requirements

Consistent, Unambiguous

SSD implementation requires determination of security
requirement. Deriving security requirements involves
identification of stakeholders. Security requirement must be
clear, comprehensive, consistent and unambiguous. This
allows stakeholders who are business owners and developers
to understand what security practices must be implemented to
produce the expected outcome [16], [37]. Security policies and
standards can aid in determining the security requirement of
the software being developed. Absence of security
requirement document will create room for developers to
ignore SSD practices.

VI. LIMITATIONS

There are some limitations that need consideration in this
study. Although the study was conducted according to
guidelines suggested in [4], some papers could have missed
due to increase of research in the related fields. However, like
other SLR studies, this will not be a systematic omission. [55]

During the data extraction process, several papers were
found of lacking sufficient details about the reported projects’
contextual factors in SSD implementation. The data was
synthesized by identifying and categorizing the themes from
the papers included in this review. Since some of the selected
papers do not provide detailed information, there is a
possibility that the extraction process may have resulted in
some inaccuracies.

VII. CONCLUSION

A systematic review was conducted on SSD
implementation. The aim of this review is to identify factors
that affect the implementation of SSD practices. As a result,
20 factors were identified which were further classified into 4
(four) main factors. Identification of these factors can assist
organizations to evaluate their readiness in implementing SSD
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and where they should improve. These factors will be
integrated with factors derived from practitioners.
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