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Abstract—Many metrics were proposed to evaluate the 

characteristics of the analysis and design model of a given product 

which in turn help to assess the quality of the product. Function point 

metric is a measure of the ‘functionality’ delivery by the software. 

This paper presents an analysis of a set of programs of a project 

developed in C++ through Function Points metric. Function points 

are measured for a Data Flow Diagram (DFD) of the case developed 

at initial stage. Lines of Codes (LOCs) and possible errors are 

calculated with the help of measured Function Points (FPs). The 

calculations are performed using suitable established functions. 

Calculated LOCs and errors are compared with actual LOCs and 

errors found at the time of analysis & design review, implementation 

and testing. It has been observed that actual found errors are more 

than calculated errors. On the basis of analysis and observations, 

authors conclude that function point provides useful insight and helps 

to analyze the drawbacks in the development process.

Keywords—Function Points, Data Flow Diagram, Lines of 

Codes. 

I. INTRODUCTION

UALITY assurance is to verify that applicable 

procedures and standards are being followed. Quality 

assurance consists of a set of auditing and reporting functions 

that assess the effectiveness and completeness of quality 

control activities.    To achieve a high quality product, we 

want to correct as many as errors as possible before the end 

users encounter them and declare as defects.  

    Software metrics provide a quantitative way to assess the 

quality of internal product attributes thereby enabling a 

software engineer to assess quality before the product is built.    

Metric is a quantitative measure of the degree to which a 

system, component or process possesses a given attribute [13]. 

Many metrics were proposed to evaluate the characteristics 

of object-oriented design, i) evaluate the characteristics of 

UML, ii) estimate the development effort, and for several 

other purposes. Among the proposed metrics, a number of 

approaches undertook the adaptation of the principles of 

Function Point Analysis to object-oriented systems.  

This paper aims at developing some experimental evidence 

concerning Function Point as object-oriented metrics through 

the application of such metrics to a set of programs. The 
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measured programs were developed in a quite homogeneous 

environment, with no relevant external bias affecting the 

results of measurements. The present analysis is restricted to 

relatively small size of the program. 

However, the development process and the quality of the 

product were quite representative for applications to typical 

object-oriented systems. Thus the results presented here can 

be considered valid for average object-oriented products.   

The paper is organized in two parts.  

First part describes the literature survey about metrics 

specifically about the function point metrics. Second part 

describes a case study which shows the validity of function 

points (calculated for DFD at analysis phase) to calculate the 

LOCs and possible errors in design and implementation.

II. FUNCTION-BASED METRICS

    The function point metric (FP), first proposed by Albrecht, 

can be used effectively as a means for measuring the 

functionality delivered by a system. 

    Function Points are a measure of the size of computer 

applications. The size is measured from a functional, or user 

point of view. It is independent of the computer language, 

development methodology, technology or capability of the 

project team used to develop the application. Regardless of 

language, development method, or hardware platform used, 

the number of function points for a system will remain 

constant [2]. The only variable is the amount of effort needed 

to deliver a given set of function points. Although function 

point metric does not satisfy the consistent and objective 

attribute which should be present in effective software metric, 

it provides useful insight and widely used [3]. 

    Function points can also be used to predict the number of 

possible errors likely to occur at different phases such as 

analysis& design review, unit and integration testing. 

Function points [5], [24] are derived using an empirical 

relationship based on countable measures of software’s 

information domain and assessments of software complexity. 

Information domain values are defined in the following 

manner: 

Number of external inputs (EIs): Each external input 

originates from a user or is transmitted from another 

application. Inputs are often used to update internal logical 

files (ILFs). Inputs should be distinguished from inquiries, 

which are counted separately. E.g. transaction types 
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Number of external outputs (EOs): Each external output 

is derived within the application and provides the information 

to the user, e.g. reports, screens error messages etc.  Individual 

data items within a report are not counted separately. 

Number of external inquiries (EQs): An external inquiry 

is defined as an online input that results in the generation of 

some intermediate software response in the form of an online 

output. 

Number of internal logical files (ILFs): Each internal 

logical file is a logical grouping of data that resides within the 

application boundary and is maintained via external inputs.  

Number of external interface files (ELFs): Each external 

logical file is a logical grouping of data that resides external to 

the application but provides the data that may be of use to the 

application. 

A complexity value is associated with each count. The 

determination of complexity is subjective. Organizations that 

use function point methods develop criteria for determining 

whether a particular entry is simple, average, or complex.  

The complexity classification of each component is based 

on a set of standards that define complexity in terms of 

objective guidelines. 

First, the function counts (FCs) can be calculated with the 

help of weighting factors based on the equation (1) & Table I:                            

         *
5

1

3

1

ij

i j

ij xwFC                               (1) 

where wij are the weighting factors of the five components by 

complexity level (low, average, high) and xij are the numbers 

of each component in the application. 

TABLE I

COMPUTING FUNCTION POINTS

Information 

Domain Value

Count Weighting factor 

Simple Average Complex Total

External  

Inputs (EIs)

No.  X 3 4 6  =

External 

Outputs (EOs) 

No.  X 4 5 7  = 

External 

Inquiries 

(EQs) 

No.  X   3 4 6  = 

Internal 

Logical Files 

(ILFs) 

No.  X 7 10 15 =

External 

interface Files 

(EIFs) 

No.  X 5 7 10 = 

Count total 

The Fi  (i=1 to 14) are value adjustment factors (VAF) 

based on responses to the following characteristics that ranges 

from 0 (not important or applicable) to 5 (absolutely 

essential).  

Data communications  

Distributed functions  

Performance  

Heavily used configuration  

Transaction rate  

Online data entry  

End-user efficiency  

Online update  

Complex processing  

Reusability  

Installation ease  

Operational ease  

Multiple sites  

Facilitation of change  

Second, the value adjustment factor (VAF) can be 

calculated by summing up the scores (ranging from 0 to 5) for 

these characteristics based on the equation (2): 

     
01.065.0

14

1i

ciVAF
                          (2) 

where the value adjustment factor (VAF) is the score for 

general system characteristic. Finally, the number of function 

points is obtained by multiplying function counts and the 

value adjustment factor using equation (3):  

        * VAFFCFP                                 (3) 

Based on the projected FP value derived from the analysis 

model, the project team can estimate the overall implemented 

size of the Project. Past data indicate that one FP translates 

into 60 lines of code if an object oriented language is used. 

These historical data provide the project manager with 

important planning information that is based on the analysis 

model rather than preliminary estimates. Past projects have 

also found an average of three errors per function point during 

analysis and design reviews and four errors per function point 

during unit and integration testing. These data can help 

software engineers assess the completeness of their review 

and testing activities  

III. A CASE STUDY – LIBRARY SYSTEM 

Problem Definition 

Present case study is carried out to assess the following:  

Can function point analysis be used as the method for 

calculating the software size in terms of LOCs and possible 

errors? 

Method of Evaluation 

The informal requirements for the basic version of the 

library management programs were the following: 

A register of accredited users is maintained by an 

administrator, who can add, remove and change user 

privileges. Users get access to the system via the typical 

login/logout mechanism.  A logged-in user can search for the 

books in the catalogues based on author names or titles of the 

books. Librarian can issue and return the books after verifying 

the member and book details. 

The specifications of the library system were considered 

and measured. The specification of the system was given to 

students by means of an informal text. In order to support the 

computation of Function Points, we translated the original 
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specifications into a data flow diagram. In order to remain as 

independent as possible from the UML-based techniques, the 

measurement was based on the data-flow diagrams. A 

simplified version of such DFD is reported in Fig. 1. 

Function point computation 

Function types were identified, and their complexity was 

evaluated: the values are reported in Table I. Function points 

are derived using an empirical relationship [Eq.1] based on 

countable measure of software’s information domain and 

assessments of software complexity [20], [24] 

Referring to DFD (Fig. 1) 

Number of external inputs (EIs): 8  

Member_id 

Member_name 

Book_id 

Book_title 

Author_name 

Publisher_name 

Library_card_no 

Issue_date 

Number of external outputs (EOs): 3  

Issue_date 

return_date 

fine_amount 

Number of external inquiries (EQs): 2 

Search catalogue by author 

Search catalogue by book title 

Number of internal logical files (ILFs): 5 

Book database 

Member database 

Library_card details database 

Issue_return database 

Fine database 

Number of external interface files (ELFs): 1  

Member 

TABLE II 

COMPUTING FUNCTION POINTS

Function 

type 

Lo

w

Average High Total 

EIs 8 * 3 0 * 4 0 * 6 24 

Eos 3 * 4 0 *5 0 * 7 12 

EQs 2 * 3 0 * 4 0 * 6 06 

ILFs 3 * 5 0 * 7 0 * 15 15 

ELFs 1 * 7 0 * 10 0 * 10 07 

                         Total FPs 64 

Each of 14 questions (mentioned in literature) is answered 

using a scale of 0 to 5. We assume that Ci is 48 (a 

moderately complex product). The count total must be 

adjusted using equation (2) & (3):  

]*01.0065.0[* iCcounttotalFP

                    count total =64 from Table II  

Therefore,     

                         
7232.72

)]48*01.0(65.0[*64FP

Assumptions & Results

Past date indicate that one FP translate into 60 times of 

code (if an OOP language is to be used) 

                                  LOCs  = 60 * 72 

                                                = 4320 (approximately) 

Past project have found an average of 3 errors per function 

point during analysis and design reviews and 4 errors per 

function point during unit and integration testing. 

Thus, possible number of errors in analysis and design 

reviews should be 3*72 i.e. 216. At the time of testing 

possible number of errors should be 4*72 i.e. 288. Thus total 

possible number of errors should be 504. 

Verification of Results 

After implementation it was found that lines of code are 

4870, which is more than calculated LOCs (on the basis of 

FPs in analysis phase) by a value of 550. 

Errors found at the time of analysis and design reviews are 

196 and errors found at the time of testing are 325. Thus total 

errors found are 521 which is more than calculated by a value 

of 17. 
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IV. CONCLUSION

Above analysis and observations shows that function points 

is an important tool to measure the probable errors at the all 

the development stages. However, errors found may be more 

if development process is not matured, thus an indication to 

improve the process. 
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